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Abstract. Despite the fact dynamic analysis techniques of software systems 
have been shown to be useful in many software engineering activities such as 
software maintenance, software performance, testing, etc., there is no standard 
format for representing run-time information, which hinders interoperability 
and sharing of data. Runtime information is typically represented in the form of 
execution traces. Traces can contain different information, and can contain dif-
ferent types of information depending on what is being traced and the purpose 
of the trace. In this paper, we argue that traces represent vital knowledge about 
software that needs to be organized and modeled. We support our arguments by 
discussing the various types of traces used in the literature. We also discuss the 
challenges when dealing with execution traces and why a trace metamodel has 
to be carefully designed to overcome these challenges. We also discuss existing 
attempts to model execution traces. Finally, we discuss how the Knowledge 
Discovery Metamodel can be extended to support efficiently the modeling of 
large and complex execution traces. 

Keywords: Execution Traces, Trace Metamodel, Knowledge Discovery Meta-
model. 

1   Introduction 

An important issue in application modernization is the time it takes to understand how 
the application is built and why it is built this way. In an ideal situation, any change 
made to an existing software system must be based on information kept in up-to-date 
documentation. However, for a variety of reasons, it has been shown, in practice, that 
maintaining sufficiently good documentation is impractical in many organizations, 
which renders program comprehension a difficult and tedious task. Reverse engineer-
ing techniques aim at reducing the impact of this problem by recovering high-level 
views of the system from low-level implementation details. These views can be used 
by software engineers to understand the main aspects of the system before diving into 
the details.  

Reverse engineering tools can be grouped into two categories depending on 
whether they focus on static analysis of the system or on the understanding of its 
dynamic characteristics.  Static analysis techniques operate on the source code to 
extract a system’s main components and their relations. Dynamic analysis, which is 
the focus of this paper, focuses on the analysis of the behavioural aspects of a system 
through the analysis of run-time information.  
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Run-time information is typically represented using execution traces. There exist, 
however, many types of traces that vary in their structure, the contained information, 
and the level of abstraction of the contained information. An execution trace can be 
used to describe the interacting modules involved in a particular scenario, or may be 
detailed to capture the performed statements in each module’s procedure. Examples 
of such traces include routine-call traces, statement-level traces, traces of inter-
process communication, etc.  

Although this paper focuses on reverse engineering, dynamic analysis has been 
shown to be useful in many software engineering activities such as program compre-
hension, runtime monitoring and performance analysis, testing, fault detection and 
intrusion detection, etc. There exist many tools for execution trace visualization and 
analysis. However, these tools use different format for representing traces, which 
hinders interoperability. This is attributable to a lack of a standardized way for repre-
senting execution traces despite the increasing attention to dynamic analysis tech-
niques of software in recent years.  

In this paper, we argue that execution traces form a new domain knowledge that 
needs to be organized and modeled. We discuss the most important types of execution 
traces, their applications, and their structures. We also discuss how these approaches 
deal with the trace size problem. Finally, we discuss existing metamodels such as the 
Knowledge Discovery Metamodel [1] from OMG [2], the UML metamodel [3], etc., 
and their limitations. 

2   Execution Traces as a New Domain 

Execution traces represent the sequence of execution in a running software system at 
different levels of abstraction. Traces may exist in different structures according to the 
degree of abstraction requested by the program analyzer. For example, statement-
level traces are linear and contain single executed statements. Routine-level traces 
depict the sequence of routine calls for a program run and are often represented as a 
tree structure. Inter-process execution traces capture the interactions between different 
processes in terms of message passing, and they can be modeled using a graph.  

In the following, we present an overview of different types of execution traces, 
their structure and their application. 

2.1   Statement-Level Traces 

Statement-level traces contain the executed statements of a program run according to 
a coverage that is usually specified by the user. This type of traces can profile a com-
plete behaviour of the software system and can be used to extract information regard-
ing the flow of control during execution and the dependencies among the executed 
statements. Also, it helps in maintenance activities such as bug fixing by identifying 
the cause of the problem.  

One of the main challenges when using statement-level traces is the sheer size of 
the generated trace which can reach millions of events. Therefore, a metamodel that 
represents this type of traces must be built with scalability in mind. One simple ap-
proach to achieve this is to represent the repetitive information contained in a trace 
only once.  
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Zhang et al. present a more advanced trace compaction technique called Whole 
Execution Traces (WET) [4].  WET represents a compressed whole execution trace 
which captures complete profile information that covers control flow, variable values, 
variable memory addresses, and control and data dependencies. The framework can 
respond to a wide range of queries that may require single or multiple types of profile 
information in a fast and easy manner. 

WET is a labelled graph that assigns a unique timestamp to every single instance 
for each executed statement in order to track the ordering of execution. Furthermore, 
the paper presents compression techniques that, according to the authors, reduce the 
size of WET effectively. Moreover, the paper shows some benchmark values that 
prove the efficiency of the used compression techniques.  

2.2   Routine Call Traces 

Routine-call traces and their object-oriented counterpart “method-call traces” capture 
the sequence of routine calls in an execution path. This type of traces is at a higher 
level of abstraction compared to statement-level traces and can be used to reveal sig-
nificant information about the system’s different scenarios. Routine-call traces, which 
are represented as tree structures, can be used in many maintenance activities such as 
bug-fixing [5], and feature-location [5]. Moreover, they can provide useful informa-
tion that can enable software engineers to perform many activities in an efficient 
manner including restructuring, refactoring, and code optimization. Like any other 
type of execution trace, routine-call traces can grow dramatically in size and complex-
ity. Therefore, compression and reduction techniques should be applied in order to 
utilize them effectively. In the following we present several research studies related to 
routine and method call traces. 

Taniguchi et al. [7] proposed a new method for reverse engineering of UML se-
quence diagrams based on method-call execution traces. The purpose of this tech-
nique is to facilitate the understanding of object-oriented systems. Furthermore, the 
paper presents a set of four compaction rules in order to solve the problem of large 
execution traces.  The proposed rules can be summarized as follows: 
 

1. Rule 1 finds identical method-call subtrees and represents them in one sub-
tree. Identical method-call subtrees share the same objects. By using this 
rule, the original call tree can be reconstructed. 

2. Rule 2 finds repetitive method calls structures that correspond to different 
objects and then compacts them by unifying the objects. Although this 
method can detect repetitive structures that cannot be captured by the first 
rule, the original subtrees cannot be reconstructed using this rule. 

3. Rule 3 detects similar subtrees that may not have the same exact method 
calls, i.e. one subtree may include one or more method calls than the other. 
In this case, the compaction is done by using the subtree that contains more 
method calls.  

4. Rule 4 targets the compaction of recursive method calls by combining differ-
ent recursive calls into one node. 

 

In [8], Wang et al. proposed a new approach for threat model-driven security testing 
in order to detect threats at runtime. The approach uses UML sequence diagrams in 
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order to model threats to security policies. A security policy defines what actions 
should be permitted or refused by the system. In the design phase, threat scenarios are 
constructed using sequence diagrams. These scenarios depict any expected threat to 
the system. . In order to reduce the size of the trace, the source code is only instru-
mented with essential information relevant to threat scenarios. Finally, these con-
structed scenarios are used to verify if any execution trace matches any of the threat 
scenarios.   

Salah et al presented a study [9] that targets program comprehension. It presents a 
hierarchy of dynamic views composed of different tools for program execution trace 
analysis. The hierarchy includes feature-interaction, feature-implementation, class-
interaction, and object-interaction views. In the same field of program comprehen-
sion, Apiwattanapong et al. [10] proposed a new approach for impact analysis of 
software changes based on dynamic analysis. The presented technique uses only es-
sential dynamic information collected from method-call execution traces.   

Finally, Hamou-Lhadj and Lethbridge [11] presented a technique for large execu-
tion trace summarization that can be applied to enable top-down analysis of traces as 
well as the recovery of the behavioural design model of the system. Additionally, the 
paper proposes a new metric for detecting utility methods which are considered as 
implementation details that can be removed in the process of abstracting out the main 
content for large traces.  

2.3   Inter-process Level Traces 

Inter-process communication execution traces capture the interactions among differ-
ent processes in a software system. Processes may reside on the same computer or 
different computers. Also, this type of traces captures the communication among 
threads living within the same process. The main challenge when analyzing this type 
of execution traces, in addition to size and complexity, is that different executions for 
the same scenario could generate different traces, which makes it difficult to study 
this type of traces. The variation in the generated execution traces is due to the non-
deterministic behaviour of multi-threaded applications. 

Moe et al. [12] apply dynamic analysis through runtime execution traces in order to 
understand the behaviour of distributed software systems. They propose a method to 
support the understanding of distributed systems based on the analysis of execution 
traces at the remote procedure calls level. Also, the work provides a tool for the visu-
alization of the processed execution traces. According to the authors, this work, when 
applied during the maintenance phase, can help in detecting design flaws, configura-
tion and performance problems. 

Bensalem et al. [13] presented an algorithm that uses a single execution trace of 
multithreaded programs in order to detect occurrences of deadlocks. An advantage of 
the proposed algorithm is the ability to detect deadlocks in running programs even 
when examining a deadlock-free execution trace. 

2.4   System Call Level Traces 

A system-call is a request to the kernel by a user-level program in order to be permit-
ted to perform a set of predefined operations that the requesting program does not 
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possess the required permissions to execute on its own. A system call trace is the 
sequence of calls made to the system by a running process.  

System-call traces can be used to detect and control programs by verifying that 
each system call conforms to a policy that confirms a program’s normal behaviour. 
Many research works on intrusion detection such as [14-16] use system-call level 
traces in order to detect and determine anomaly behaviour.  

Another application for system-call traces is performance monitoring. Burns et al. 
[17] used system call execution traces to extract the logical block addresses of a file 
which are generated over a long period of time in order to evaluate the file system 
performance. 

2.5   Execution Traces for Performance Analysis 

The increasing size and complexity of software systems require planning for better 
memory management and CPU processing times. This led to the development of 
software analysis tools, usually known as profilers, which help in pinpointing execu-
tion bottlenecks and aid code optimization consequently. Moreover, the analysis pro-
vided by these tools can benefit in decreasing the execution time and reducing the 
resource utilization such as physical and virtual memory. The main weakness of this 
type of tools is the overhead introduced from the statically instrumented executed 
statements. However, Dynamic instrumentation [18] can be used in order to obtain a 
very low profiling overhead. 

Harkema et al. [19] presented a Java Performance Monitoring Toolkit (JPMT) for 
analyzing the performance of Java applications. It uses event traces such as thread 
creation, method invocations and locking contention which are annotated by perform-
ance attributes such as timestamps in case of method invocations. Instrumentation 
overhead is overcome by only instrumenting for the types of events requested by the 
user. Additionally, JPMT supports visualization of event traces and provides the abil-
ity of querying for certain types of events. 

In his work [20], Putrycz presents a novel approach for analyzing performance in 
COTS-based systems which uses low-level trace analysis in order to understand the 
interactions between the communicating components. Pahl et al [21] presents a  
service-specific approach for performance evaluation of model-driven developed 
services. This work presents a new approach for instrumentation of model-based 
languages in order to collect performance-relevant time information at execution time 
from specific model elements such as services and flow operators. 

3   Existing Metamodels 

There exist several metamodels that are used to capture runtime execution traces such 
as Compact Trace Format (CTF) [28] and UML [3]. UML sequence diagrams can be 
used to capture procedure calls among different objects. The problem with the exist-
ing metamodels is their inability to model all types of execution traces captured from 
different software architectures and the lack of support to trace compaction tech-
niques. In this section, we present some of the existing metamodels that are being 
used or can be used to model different types of execution traces. 
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3.1   Compact Trace Format 

Hamou-Lhadj et al. [28] developed a metamodel called the Compact Trace Format 
(CTF) to model traces of routine (method) calls. CTF was designed to deal with the 
enormous size of typical traces based on the idea that dynamic call trees can be turned 
into ordered directed acyclic graphs, where repeated sub-trees are factored out. CTF 
supports traces defined at different levels of abstraction including object, class and 
package level. It also supports the specification of threads of execution. Additional 
information such as timestamps and routine execution time are added to enable profil-
ers to use CTF.  

Trace data conforming to CTF can be expressed using GXL [29] or any other data 
‘carrier’ language. However, the authors suggest using a compact representation in 
order to support the compactness objective of CTF. CTF is lossless such that the 
original trace can be reconstructed from its compact form. 

3.2   Unified Modeling Language 

UML is a modeling language adopted by OMG in 1997 that enables software design-
ers to specify, visualize, and document software models. These models are abstract 
representations of the implementation details of software systems. The UML meta-
model is based on the Meta Object Facility [30] (MOF) language. MOF defines an 
abstract language and framework for specifying, constructing and managing technol-
ogy neutral metamodels.  

UML diagrams are classified into two categories: structural and behavioural dia-
grams. The latter includes a subset known as interaction diagrams. The structural 
diagrams include those that capture the static structure of software systems such as 
class and package diagrams. The class and package diagrams help in building meta-
models that capture execution traces. On the other hand, behavioural diagrams depict 
the dynamic behaviour of software systems. Behavioural diagrams include use case 
diagram, activity diagram, state machine diagram, sequence diagram and others. 

The sequence diagram shows object interactions arranged in a time sequence. Se-
quence diagrams identify the communication required to fulfill an interaction. More-
over, they show the objects that participate in an interaction and the messages used to 
trigger the interactions among the objects.  

There exist some research works that used UML sequence diagram to model run-
time execution traces. Briand et al [31] proposed a framework for reverse engineering 
of UML sequence diagrams using execution traces.  This work defines a metamodel 
for execution traces and maps the execution trace elements to its corresponding se-
quence diagram elements. The work uses code instrumentation to probe the parts of 
code that will be used to generate the execution trace. In [32], Delamare et al. used 
UML 2.0 sequence diagrams to capture the program state from its execution traces for 
the purpose of program understanding. 

In [33], the authors used UML State Machine diagrams as the basis for their ap-
proach to runtime verification of Java programs. The approach studies the temporal 
order of message receiving based on consistency checking between the behaviour of 
state machine diagrams and the program execution traces. 
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3.3   Knowledge Discovery Metamodel 

The Knowledge Discovery Metamodel (KDM) [1] is a metamodel that targets a wide-
spread set of software applications, platforms and programming languages such as 
modern enterprise applications which involve multiple technologies and programming 
languages. The goal of KDM is to facilitate the integration between different tools 
that capture information about complex enterprise applications. The structure of KDM 
offers a common interchange format, using XMI schema, which allows interoperabil-
ity between existing tools and their models. Moreover, KDM captures the physical 
and logical software assets at various levels of abstraction as entities and relations. 
This nominates it as a favorable basis for different software domains.  

KDM is designed based on the separation of concerns principle in order to enable 
different compliant tools to support the same or compatible metamodel subsets. This 
modular structure of the metamodel allows a tool vendor to select only its desired or 
needed parts of the metamodel. Furthermore, the structure of KDM consists of differ-
ent packages that represent each domain in enterprise applications. This modular 
structure allows for the extensibility of the KDM metamodel by adding new domains 
to the metamodel as needed.  

This structure of KDM means that users need only to learn about the domain of 
their interest. For example, the Structural domain provides users with information 
about the architectural elements from the source code of the target system. On the 
other hand, the Business Rules domain provides users with behavioural elements of 
the system such as features or process rules. 

The KDM metamodel is organized in four different layers. The KDM infrastruc-
ture layer defines the basis for the KDM metamodel. Its packages are used by the 
packages in the other layers. The Program Elements Layer defines a large set of meta-
model elements whose purpose is to provide a language-independent intermediate 
representation for various constructs determined by common programming languages. 
The Runtime Resource Layer describes common patterns for representing the operat-
ing environment of existing software systems.  Finally, the Abstraction Layer defines 
a set of metamodel elements whose purpose is to represent domain-specific and appli-
cation specific abstractions, as well as the engineering view of the existing software 
system. 

4   Proposed Execution Trace Metamodel 

Runtime execution traces represent a separate domain in software modernization. 
They provide proper understanding of the different parts of the system under study. 
Also, they can facilitate different software maintenance and performance monitoring 
activities. Execution traces may exist in different levels of abstraction. The objective 
of this work is to support execution traces in all levels of abstraction and to define a 
standardized form for execution traces that supports meaningfulness, abstraction and 
expressiveness. 

Execution traces can be generated using a technique known as program instrumen-
tation. Instrumentation of the source code should be performed properly in order to 
generate an execution trace, at a certain level of abstraction, which can be applied 
feasibly in order to achieve the goal of the analysis task.  
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The proposed metamodel should be flexible to cover the aforementioned types of 
execution traces. Therefore, it should be based on a metamodel that supports extensi-
bility in order to cope with newer types of traces. Our discussion on KDM shows that 
it can be a proper candidate for our proposed metamodel because of the following 
advantages: 
 

1. KDM is a metamodel that targets a widespread set of software applications, plat-
forms and programming languages such as modern enterprise applications which 
involve multiple technologies and programming languages. 

2. Separation of concerns concept. This helps in extending KDM to support differ-
ent domains by adding new packages to the metamodel. 

3. KDM uses the XMI schema to store the software artifacts. XMI is an OMG stan-
dard for exchanging metadata information via Extensible Markup Language 
(XML). It can be used for any metadata whose metamodel can be expressed in 
Meta-Object Facility (MOF) such as UML. 

4. KDM captures the physical and logical software assets at various levels of ab-
straction as entities and relations. 

5. KDM metamodel defines program element entities and their relationships which 
can play a main role in building a comprehensive execution trace metamodel. 
Executed traces can be mapped easily to their corresponding program elements 
since KDM assigns a unique identifier for each program element. 

 

We are interesed in the KDM Runtime Resource Layer because it represents the dy-
namic structures, instances of logical entities and their relationships, which exist at 
runtime such as processes and threads. Therefore, a new package to represent the 
Runtime Execution traces can be created in this layer. Figure 1 depicts the structure of 
KDM packages along with our new Trace package that will represent the execution 
traces domain. 

The advantages of our approach are manifold and can be summarized as: 
 

1. Our metamodel will utilize the structure of KDM. Therefore, runtime execution 
traces can be exchanged easily among different analysis tools. 

2. The new Trace package will reuse various KDM packages such as Core, Code 
and Action. 

3. The execution trace model can follow the Directed Acyclic Graph structures. 
Therefore, different graph reduction and summarization techniques can be ap-
plied to our metamodel. 

4. Polymorphism and dynamic binding in object oriented systems will be supported 
in our metamodel easily since KDM assigns a unique identifier to every element 
in the source code. Therefore, each method will be instrumented with its KDM 
unique identifier. Thus, a method call in the execution trace can be linked to its 
class using its unique identifier. 

5. Processes and Threads are already supported in KDM and will be reused in our 
Trace package.  

6. The Trace package can be extended to support newer types of execution traces 
easily due to the extensibility nature of KDM. 

7. The new metamodel can be integrated easily with several visualizations schema 
such as GXL. 
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Fig. 1. Updated KDM Structure with Trace Package 

5   Conclusion and Future Work 

This paper presented runtime information through execution traces as a new domain in 
software engineering supported by several research studies that target or utilize execu-
tion traces to achieve their objectives. We discussed a few metamodels that are used to 
capture execution traces. Our discussion showed that the available metamodels lack the 
possibility of capturing all types of execution traces. Moreover, these metamodels 
except for [28] do not apply trace compaction techniques. Finally, we proposed build-
ing a new metamodel based on KDM for its numerous advantages. The resulting 
metamodel should be able to model any type of execution traces in a compact form. 

Our future work will focus on building the new metamodel for the execution trace 
domain. We will continue studying all the available types of execution traces in order 
to support them in our metamodel. 
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