A science-based approach to product design theory
Part II: formulation of design requirements and products

Y. Zeng, P. Gu*

Department of Mechanical and Manufacturing Engineering, The University of Calgary, 2500 University Drive, Calgary, Canada, AB T2N 2N4

Abstract

The Design Process begins with design requirements and ends with product descriptions. The design requirements include both structural and performance aspects. The product descriptions deal with the structural aspect of the design requirements while the product performances describe the performance aspect of design requirements. In this part of the paper, a set theory-based representation scheme is proposed to represent design objects in the design process, including design requirements, product descriptions, and product performances. This representation scheme can represent the design objects that evolve in dynamic design processes. The entire mathematical scheme is defined based on structural and behavioral properties. Within one uniform scheme, the design objects are represented at different levels of complexity and abstraction. Several examples are included to explain the scheme and its mathematical formulations. The proposed scheme can be used for science-based studies of product design.
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1. Introduction

Design is a basic human activity. During a long period, design had been considered as an ‘art’ which was taught through a ‘master–student’ model. Only after 1960s, intensive studies into the design activity began as many researchers attempted to propose better design methods to improve design and design education. Consequently, the research has spanned a broad range of fields from philosophy, psychology, and engineering to computer applications. The ‘art’ of design has been gradually replaced by the ‘art and science’ of design [1]. The science aspect allows people to better understand design processes while the art aspect allows designers to keep their creativity in rationalized design processes resulting from the science aspect. However, only a few systematic design theories have been established and the research in this field is still in pre-theory stage [2], although there have been a rich and varied body of knowledge including theories, methodologies and applications. The design discipline has reached the point in its evolution where a science-based design theory should be established. The motivations for this kind of research are many. One of the most important comes from the development of computer-aided design systems. Better design support systems can only come after better design theories are developed. The success of AutoCAD, Pro-Engineer, and other CAD systems have been largely dependent on the development of fundamental geometric modeling theories [3]. The development of more advanced computer-aided systems calls for better product and design process models. But design studies have been influenced by engineering, computer science (in particular, software engineering and artificial intelligence), information processing theory, cognitive science, psychology, and philosophy among others. The representation schemes of designs and design processes bear the characteristics of different fields. There are some confusions and vagueness in the representation and communication of ideas. The science-based design theories will certainly improve the development.

The main aim of scientific design theory is to discover and disclose the underlying order of design processes. Like other scientific disciplines, design theory also needs to be completed with the formulation of laws by means of an adequate and accurate language. The laws would set the limits for the theoretical level of design and define the science of design. The examples
of law are the two axioms proposed by Suh [4]. Gomez-Senent et al. [5] have also listed nine principles of design. With to the language, possible forms include graphics, flow charts, natural languages and mathematics. Theoretically, mathematics is the most accurate and powerful language for scientific purposes. Because design studies have been focused on design methodologies, design philosophy, and knowledge-based design, natural and graphic languages are the major representation tools in the research [6]. The purpose of this part of the paper is to propose a mathematical framework to represent the entities involved in design processes. In the next section, the basic framework of the mathematical representation of design problems is proposed to govern the following discussions. Then design specifications, product descriptions, and product performance are investigated in separate sections. Conclusions are given in the final section.

2. Framework of mathematical representations

Design is an intelligent activity that begins with design requirements and ends with a product description as is shown in Fig. 1. In a typical design process, design requirements are represented by design specifications. Based on the specifications, candidate design descriptions are generated. The product description must be evaluated against the prescribed design requirements to determine if the designed product satisfies the requirements. The process iteratively generates conceptual, configuration, and detailed designs. The design requirements can be motives or demands for a completely new product, the complaints on the performance of existing products, or the failure due to malfunctions of existing products. Direct evaluation against design requirements is usually not possible because they are usually given by vague customers, requirements. Thus, the first step in engineering design is design requirement formulation, which translates design requirements into design specifications. The design process then provides a mapping from design specifications to design descriptions. Therefore, a comprehensive design theory should include at least three basic parts:

1. A general framework to describe and formulate design problem.
2. A language to define the two ends of a design process.
3. A theory to address the processes of formulation and design.

In this paper, our focus is on the second part: the development of a language for design. This lays a foundation for a scientific formulation of designs and design processes. The other two questions are addressed in the Part I of this paper [7].

The development of a language for design should start by finding a strict definition and a robust representation of the terms involved in design processes without going to the details of concrete design tasks [8]. It can be easily seen from Fig. 1 that the terms include design requirements, design specifications, and product descriptions. Moreover, since design is a dynamic process from abstract, simple and conceptual to specific, complex and detailed representations, design descriptions evolve and change through a design process. The representation schemes should be able to support the changing descriptions along the continuously evolving design processes. Research has been conducted on formulating the entities involved in design process, such as Yoshikawa [9], Salustri and Venter [10], Cheng and Zeng [11], and Maimon and Braha [12].

Most of the existing work focused on product data models to support the development of product information systems and CAD systems. According to our present studies, the problem is that the dynamic nature of design process has not been captured. Consequently, the design process cannot be reasonably modeled. The present work is fundamentally different from existing design object modeling [11,12]. The mathematical framework proposed in this paper attempts to embody the entities in design processes at different levels of abstraction and complexity. Therefore, it can be used in the entire design process.

Design specifications manifest themselves as a set of desired product properties which represent the geometrical, physical, economic, and other design-related properties of the product. Denoting design specifications and product properties as \( R^d \) and \( E \), respectively, we have

\[
R^d = \{ r^d_i, r^d_j = \lambda(e^f_i, [e^f]), e^f \in E, \quad i = 1, 2, \ldots, j = 1, 2, \ldots, n_e \}
\]  

(1)

where \([e^f]\) is a constraint on product property \(e^f\). The symbol \(n_e\) is the number of listed design requirements.
According to the definition, a design specification can be viewed as a predicate $\lambda(e^i, [e^i])$.

Product descriptions, denoted by $S$, are the representation of design solutions. Design solutions are usually described by concepts, configurations, or product drawings, depending on stages of a design process. They are usually defined by a set of product properties

$$S = \{e^i; i = 1, 2, \ldots, n_s, e^i \in E\},$$

(2)

where $n_s$ is the number of properties with which a product can be completely defined. For example, a rectangle can be sufficiently defined by its shape, length, and width where $n_s$ is three. We can also define it by four vertex points where $n_s$ is 4. Any more information in both cases would be redundant.

A mechanical design process is generally divided into conceptual, configuration, and detailed design phases. The main objective of conceptual design is to develop concepts to meet design specifications. Configuration design refines design concepts to concrete product architectures and components. Key design parameters for critical design features are also determined at this stage. Detailed design determines all detailed parameters including dimensions, tolerances and other design parameters of all components where a product is described by engineering drawings or geometric models. Three types of product descriptions are involved as shown in Fig. 1, which are concept, configuration, and detailed design. In fact, there are no explicit boundaries between design stages. Design iterations occur throughout entire design processes. Every earlier design process will generate some new design requirements or will refine the original design requirements to redefine the design problem. A designer may begin a design task at any stage with design requirements and product descriptions. Hence, a design representation scheme must be able to support the entire dynamic design process in an integral, unified, and continuous form, as is shown in Fig. 2.

In the following sections, these entities under the framework will be discussed in more detail, beginning from design specifications. The elements involved in defining design specifications and product descriptions are then specified.

3. Design specifications

3.1. Design requirements

From the product life cycle point of view, any product design must take into account a number of requirements regarding functionality, safety, manufacturability, assembly, testing, shipping, distribution, operation, services, re-manufacturing, recycling and disposal [15]. These requirements can be investigated by viewing a product as an object in its working environment, as is shown in Fig. 3. A product responds to an action from its working environment in a way depending on the laws of the environment. The action–response mode of a product is called the performance of the product. A product may have many kinds of performances. For example, the change of cost of a product with the change of raw materials is a market performance of the product; the stress distribution of a product under environmental forces is a mechanical performance of the product. Obviously, the aforementioned requirements are constraints imposed on either the structure or the performance of a product (see Fig. 4). The examples of structural requirements are constraints on dimensions, shapes, configurations, and materials whereas the examples of performance requirements are safety, functionality, manufacturability, and so forth.

3.2. Design specifications

Denoting design specifications for structural and performance requirements as $R^s$ and $R^p$, respectively, we can further define design specifications $R^d$ as

$$R^d = R^s \begin{array}{c} \cup \\ \cap \end{array} R^p.$$  

(3)

According to Eq. (1), two sets of product properties are necessary to facilitate the definition of design requirements, which are the sets for product description and product performance. They are called the structural property set $E^s$ and the behavioral property set $E^b$ that are responsible for representing product description and
Table 1
Properties in mechanical design

<table>
<thead>
<tr>
<th>Name</th>
<th>Type</th>
<th>Value</th>
<th>Examples</th>
</tr>
</thead>
<tbody>
<tr>
<td>Direction</td>
<td>Structural</td>
<td>{x, y, z}</td>
<td>&lt;direction, x&gt;</td>
</tr>
<tr>
<td>Coordinate</td>
<td>Structural</td>
<td>R × R × R</td>
<td>&lt;coordinate, (21.0, 10.0, 30.0)&gt;</td>
</tr>
<tr>
<td>Length</td>
<td>Structural</td>
<td>R</td>
<td>&lt;length, 50.0&gt;</td>
</tr>
<tr>
<td>Shape</td>
<td>Structural</td>
<td>String</td>
<td>&lt;shape, circle&gt;</td>
</tr>
<tr>
<td>Density</td>
<td>Structural</td>
<td>R</td>
<td>&lt;density, 15.0&gt;</td>
</tr>
<tr>
<td>Material_name</td>
<td>Structural</td>
<td>String</td>
<td>&lt;material_type, steel&gt;</td>
</tr>
<tr>
<td>Viscosity</td>
<td>Structural</td>
<td>R</td>
<td>&lt;viscosity, 0.6&gt;</td>
</tr>
<tr>
<td>Force_name</td>
<td>Behavioral</td>
<td>String</td>
<td>&lt;force_name, torque&gt;</td>
</tr>
<tr>
<td>Force_magnitude</td>
<td>Behavioral</td>
<td>R</td>
<td>&lt;force_magnitude, 500.0&gt;</td>
</tr>
<tr>
<td>Deflection</td>
<td>Behavioral</td>
<td>R</td>
<td>&lt;deflection, 5.0&gt;</td>
</tr>
<tr>
<td>Velocity</td>
<td>Behavioral</td>
<td>R</td>
<td>&lt;velocity, 50.0&gt;</td>
</tr>
</tbody>
</table>

product performance, respectively. They constitute a partition of the product property set \( E \) as follows:

\[
E = E^s \cup E^p. \tag{4}
\]

3.3. Properties

A product property is an observable, measurable or otherwise known characteristic related to the product [10]. It is defined by its name \( e_n \) and its value \( e_v \). If the sets of property name and property value are denoted as \( D \) and \( R \), respectively, then property set, \( E \), can be represented as

\[
E \subseteq D \times R; \ e^i = \langle e^i_n, e^i_v \rangle, \ e^i_n \in D, \ e^i_v \in R. \tag{5}
\]

\( D \) and \( R \) can be taken as the domain and the range of a property, respectively.

All the properties in a design field constitute a property pool. Table 1 gives some examples of structural and behavioral properties widely used in mechanical design. The structural and behavioral properties of a product constitute a state of the product.

By observing Eq. (1), we can say that a design specification is actually a set of properties by itself. A specification value can be either a single value or multiple (including infinite) values in a range \( R \). A specification can then be seen as the generalization of a constrained property.

In fact, the property is not only the foundation of representing design requirements but also the base of product descriptions, which is to be shown in the succeeding sections. It is much broader than point set in topology, which lays the foundation of solid modeling.

Obviously, more complete definitions of design specifications, product descriptions and product performances should be further formalized according to the framework given in Fig. 2. The following sections will provide detailed discussions.

4. Product description

In this section, our focus will be placed on the mathematical representation of product descriptions according to the framework given in Fig. 2. As product descriptions include all the results generated in the dynamic design process, the representation scheme must imply different levels of product descriptions. On the other hand, in a real world design, the number of potential products is infinite. It is essential to develop a finite means to handle the infiniteness existing in the problem. As a result, the developed representation scheme should be able to handle the infiniteness, the complexity, and the abstraction related to product descriptions. A natural way to handle infiniteness in scientific research is to define a set of basic elements and combination rules. By combining the basic elements, any object can be constructed. Correspondingly, the discussion in this section will include three parts: primitive products, complex products, and levels of complexity and abstraction. The first two parts deal with the infiniteness problem. The third part shows how this approach embodies the levels of complexity and abstraction naturally.
4.1. Primitive products

Since any product can be decomposed into sub-assembly components and their relations, it is reasonable to assume the availability of a set of primitive components and connectors [16]. They are the basic product elements whose performance can be obtained without turning to other product elements. In mechanical design, we have the primitive components such as gears, shafts, bearings, other product elements. In mechanical design, we have the primitive components such as gears, shafts, bearings, and primitive connectors such as attachment (physical contacts, fixations and stops, joints, fasteners, couplings, welds and the like), positioning (relative distance or angle between components, alignment including coaxial, collinear, parallel, perpendicular and flush alignments), motion (cam-controlled objects, trajectory of joints and end-effects, etc) and containment (e.g., components contained within the same housing) [17]. From the representation point of view, they do not have any difference. For the sake of simplicity, both primitive components and primitive connectors are named after primitive product denoted by \( S_0 \). Primitive product is defined by a set of structural properties \( E^s \) as

\[
S_0 = \{ e^s_i \mid \forall j, 1 \leq j \leq n, e^s_i \in E^s, \forall (e^s_i)_h \in D, \exists (e^s_i)_h \in R, e^s_i = \langle (e^s_i)_h, (e^s_j)_h \rangle \},
\]

\[
S = \{ S^i \mid i = 1, 2, 3, \ldots \}.
\]

By taking the straight-sided helical compression spring shown in Fig. 5 as an example, a formal description and an informal explanation of the spring are given in Table 2.

Fig. 6 gives a class of primitive springs in mechanical design. They are represented as

primativesprings = \{compression-coil-spring, extension-coil-spring, torsion-bar, torsion-coil-spring, flat_spring, volute_spring, flat_spiral_spring, belleville_spring, leaf_spring\} (7)

4.2. Complex products

Any product can be described as a set of components related to each other through component connectors:

\[
S = S^c \cup S^v
\]

where \( S^c \) and \( S^v \) are the sets of all the components included in a product and the component connectors of these components, respectively.

\[
S^c = \{ S_i \mid i = 1, 2, \ldots, n_i \},
\]

\[
S^v = \{ T_i \mid i = 1, 2, \ldots, n_i \}
\]

where \( n_i \) and \( n_v \) are the numbers of components and component connectors of the product, respectively. Therefore, a product can be further described as

\[
S = \{ X_i \mid \forall i, 1 \leq i \leq n_x, X_i = S_i; \}
\]

\[
\forall i, n_x < i \leq n_c + n_v, X_i = T_i \}. (10)
\]

The product description given in Eq. (10) is based on the definition of ‘components’ which are products by themselves. This renders the definition recursive and brings in a hierarchical structure of the product description as is shown in Fig. 7. By defining \( S(k, i, j_{k-1}) \) as the node at the \( i \)th position in the \( k \)th layer with a parent node at the \( j_{k-1} \)th position in the \( (k-1) \)th layer, the product can be described recursively as

\[
S(0, 0, 0) = \{ S(1, i_1, 0) \mid i_1 = 1, 2, \ldots, n_1 \},
\]

\[
\forall i_k 1 \leq i_k \leq n_s S(k, i_k, j_{k-1}) = \{ S(k + 1, i_{k+1}, i_k) \mid i_{k+1}
\]

\[
= m_o + 1, m_o + 2, \ldots, m_n \}\n\]

\[
\forall i_k, S(n, i_k) \in S_{as},
\]

\[
n_0 = 1, n_k = \sum_{i_k=1}^{i_k-1} n(k + 1, i_k),
\]

\[
m_o = \sum_{i_k=1}^{i_k-1} n(k + 1, i_k), m_n = m_o + n(k + 1, i_k). (11)
\]

where \( S(0, 0, 0) \) is the root node, \( n(k + 1, i_k) \) is the number of child nodes of the \( i_k \)th node in the \( k \)th layer of the tree and \( n_k \) is the total number of nodes in the \( k \)th layer of the tree. A typical block of the tree is shown in Fig. 8.

Indeed, Eq. (11) has provided a formal approach to representing any product based on the primitive product set given in Eq. (6). The objective of representing infinite number of products by a finite means has thus been realized.

By substituting Eq. (11) into Eq. (10), we get

\[
S[0] = \{ S(0, 0, 0) \}.
\]

\[
\forall k 1 \leq k \leq nS[k] = \{ S(k, i_k) \mid i_k = 1, 2, \ldots, n_k \}\n\]

\[
\forall i_k S(n, i_k) \in S_{as}. (12)
\]
A rocker arm assembly example shown in Fig. 9 can be used to explain the above notions. It consists of the following components: RM₃ = valve; RM₄ = spring; RM₅ = rocker arm; RM₆ = tappet; RM₇ = follower assembly; RM₈ = cam assembly.
The rocker arm can then be represented according to Eq. (12) as
\[ \text{RM} = \{ \text{RM}_i \mid i = 1, 2, \ldots, 6 \}, \tag{13} \]
where every component can be further defined by other components until the component becomes a primitive product.

In the description given in Eq. (13), RM₂ is not necessarily to be refined since spring is one of the primitive products. In contrast, however, RM₆ must be further described since it is not primitive by itself. It is shown in Fig. 10, which is composed of: \( \text{CAM}_1 = \text{Cam body} \), \( \text{CAM}_2 = \text{Cam shaft} \), \( \text{CAM}_3 = \text{Cam key} \).

Accordingly, the cam can be formally described as
\[ \text{CAM} = \{ \text{CAM}_i \mid i = 1, 2, 3 \}. \tag{14} \]

In this way, we have a tree structure of the rocker arm as is shown in Figs. 11 and 12. The cam body, shaft, key and so on can be defined with a set of properties, respectively.

4.3. Levels of complexity and abstraction

As is implied in Fig. 2, product descriptions should evolve with design process. So it is essential to verify that if Eq. (12) satisfies the condition. Indeed, in Eq. (12), each \( S[k] \) gives a representation of product with respect to the components of different levels of complexity. As the value of index \( k \) increases, product description \( S[k] \) will become more detailed. This means that index \( k \) represents the degree to which the definition of product description is detailed. Therefore, index \( k \) is called the complexity level of product description. \( S[k] \) is the \( k \)th-order product description. In the tree structure of product description in Fig. 7, if a component cannot be further decomposed, the number of its successor will become one. This component is thus a primitive product. If all the leaf nodes in Fig. 7 become primitive products, then the product is said to be well defined. Otherwise, the product description is partially defined, which is indeed an abstraction of a well-defined product description. Correspondingly, we have the notion of abstraction levels for product descriptions. The levels of complexity and abstraction for product descriptions are shown in Table 3. Obviously, lower order product description is the abstraction and the type of a higher order ones. This fact matches with a basic logical principle perfectly: the
more a concept’s intention is, the narrower the concept’s extension has.

A design process usually begins with a partially defined product description. In extreme cases, it begins from \( S[0] \). The final design is obtained by expanding the leaf nodes into components with greater level of complexity. The process is shown in Fig. 11. This representation scheme provides a top-down approach of supporting the dynamic design process from generic and simple to concrete and complex product descriptions, as represented by Fig. 2.

Based on the notion of complexity and abstraction given above, the abstraction of primitive products becomes primitive product type. It is the product description after the product properties defining the product assume values in broader ranges. Denoting the set of primitive product type as \( S_{at} \), we have

\[
S_{at} = \{ S_k^i \mid k = 1,2, \ldots \}
\]

\[
= \{ e_j^i \mid \forall j, 1 \leq j \leq n, \forall (e_j^i)_h \in D, \\
\forall (e_j^i)_h \in R, e_j^i = \langle (e_j^i)_h, (e_j^i)_h \rangle, e_j^i \in E^i \},
\]

\[
S_{at} = \{ S_{at}^i \mid i = 1, 2, \ldots, m \}. \tag{15}
\]

The type “compression coil spring” can then be defined as

\[
\text{Compression\_coil\_spring} = \{ \langle d0, V_1 \rangle, \langle d, V_2 \rangle, \langle d1, V_3 \rangle, \langle L_0, V_4 \rangle, \langle N_4, V_5 \rangle, \langle N_1, V_6 \rangle, \langle p, V_7 \rangle, \langle m, V_8 \rangle \}. \tag{16}
\]

The difference between primitive product and primitive product type lies in that the property value of product is defined as a narrower range compared with that of product type. The extreme case is that each property just takes exactly one value in the description of product whereas each property may assume a value varied in a prescribed range.

Eqs. (6), (11), and (12) together constitute a complete definition of a product description. The primitive product in Eq. (6) defines the lowest level of abstraction and the highest level of complexity of a product description. In fact, the choice and the definition of primitive products vary with design domains and designers’ expertise and preferences. Needless to say, different design domains have different primitive products. Meanwhile, experienced designers will have more complex primitive products in mind compared with naive ones.

It should be noted here that the tree structure of product descriptions in this paper is different from traditional representations in product modeling. The first and the most essential difference lies in that the base of the present representation is the property set which might be point set (geometrical information) or a concept set (feature information, physical information and any other linguistic information). But the point set in topology is the base of CSG solid modeling. Another profound difference is that the traditional product modeling can only support the representation of product information after the product has been designed whereas the present approach represents a product along the whole dynamic design process from design concept to final detailed geometry and dimensions.

5. Product performance

To complete the definition of design requirements given in Eq. (3), this section discusses product performance. The discussion is going to refine the action–response pattern of a product given in Fig. 3 by taking into account the product descriptions from the last section. Therefore, the discussion will involve two aspects: complexity and abstraction. From the complexity point of view, the performance of a product is realized by its constituent components. From the abstraction point of view, performances may experience a process from abstract to concrete with the progression of design.

5.1. Performance

As is shown in Fig. 3, product performances are responses of a product to imposed external actions according to the laws in product’s working environment. Moreover, according to Eq. (12) a product may consist of a set of components. Thus, the action–response performance pattern is realized by mutual interactions among the constituent components which form a performance network of components shown in Fig. 13. In a product assembly, any component of the assembly may be subject to the actions from components that connect to it. As a result, the state of the component, which has been

<table>
<thead>
<tr>
<th>Product definition</th>
<th>Complexity level</th>
<th>Abstraction level</th>
</tr>
</thead>
<tbody>
<tr>
<td>( S[0] )</td>
<td>( M )</td>
<td>( 0 )</td>
</tr>
<tr>
<td>( S[1] )</td>
<td>( M )</td>
<td>( 1 )</td>
</tr>
<tr>
<td>( S[n] )</td>
<td>( M )</td>
<td>( n )</td>
</tr>
</tbody>
</table>
defined as structural and behavioral properties of a product, may be changed to resist the actions, and the component may also act on and/or react to the connected components because of its state change. In this way, the global performance of a product is accomplished by the performance of its individual components.

An example is given in Fig. 14, which represents the performance of the cam assembly in Fig. 10. It will be formally described later in this section.

Since the structure of influence network shown in Fig. 13 depends upon how a product is decomposed into sub-assemblies, a basic block of the performance network is necessarily to be disclosed to facilitate the mathematical representation of the network. “component(i)” is a typical constituent in the influence network in Fig. 13. It is given in Fig. 15 by separating the group of actions on and response from the component(i). The expression “action(k)” is a representative of component(i)’s actions on its connected components with the expression “reaction(j)” as the corresponding response from the connected components which in turn acts on component(i) from its connected components due to its actions on those connected components. The expression “state change(i)” is a representative of the state change of component(i) due to all the actions on and reactions to it.

In Fig. 15, action(k) and reaction(j) together constitute the actions imposed on component(i), whereas reaction(k), action(j), and state change(i) become the responses from component(i). The figure indeed shows the performance pattern of components included in a product. It is through its components’ interactions that a product exhibits global performance. Because both actions and reactions are same in nature, for the sake of simplicity, from now on in this paper, they are uniformly called actions. Hence the performance scheme in Fig. 15 can be further represented in Fig. 16.

Therefore, the action and response in Fig. 3 become action(j), action(k) and state change(i), respectively. They are physical entities with structural carriers, which can be formally represented as

\[ a \in A \subset SYP(E^a) \]
\[ r \in R \subset SYP(E^r) \]  (17)

where \( a, A \) are the actions and action set; \( r, R \) the response and response set; \( P(X) \) the power set of set \( X \); and \( S \): product description.

For the cam assembly example in Fig. 10, with reference to the cam, the rotation of shaft and key is an action on the cam while the rotation of the cam itself is a response of the cam to the action. If the rotational velocity of the shaft is \( \omega_s \), then the rotational velocity of the cam should also be \( \omega_s \). According to Eq. (17), the action and the response related to the cam can be described as

\[ \text{Action on the cam:} \]
\[ \text{rotation-of-shaft-and-key} = \{\text{shaft-} & \text{-key-description, cam-description, contact-point,} \]
\[ \langle \text{rotation-rate, } \omega_s \rangle, \langle \text{rotation-direction, clock-wise} \rangle \}. \]

\[ \text{Response of the cam:} \]
\[ \text{rotation-of-cam} = \{\text{cam-description, } \langle \text{rotation-rate, } \omega_s \rangle, \langle \text{rotation-direction, clock-wise} \rangle \}. \]  (18)
Moreover, if we consider the follower, then the rotation of cam is an action on the follower and the slide of follower becomes a response.

**Action on the follower:**
rotation-of-cam = \{cam-description, follower-description, contact-point, \langle rotation-rate, \omega_c \rangle, \langle rotation-direction, clock-wise \rangle \}

**Response of the follower:**
slide-of-follower = \{follower-description, \langle slide-direction, vertical \rangle, \langle slide-velocity, v \rangle \}

Eq. (17) means that action and response can be described as a set of product properties. The product description provides structural information related to actions and responses and the behavioral properties provide physical information related to actions and responses. Then a performance, denoted by \( p \), can be defined as a tuple of action \( a \) and response \( r \),

\[ p = \langle a, r \rangle. \]  \hspace{1cm} (20)

A performance of the follower in Fig. 10 is an example, which is represented as

\[ p = \langle \text{rotation-of-cam}, \text{slide-of-follower} \rangle \] \hspace{1cm} (21)

It indicates that the follower will slide vertically with velocity \( v \) following the rotation of cam with rotational rate \( \omega_c \).

Naturally, product performances, as products responses to external actions, can be mathematically defined as a relation from action set \( A \) to response set \( R \). Denoting product performances as \( P \), we have

\[ P \subset A \times R, \] \hspace{1cm} (22)

where \( P \) is the set of element \( p \).

### 5.2. Performance in different levels of complexity and abstraction

Since the definitions of action and response rely on product descriptions in the terms defined in Eq. (17), the performance in Eq. (22) should also be defined based on the product descriptions. That is to say, we should study performances from three aspects: primitivity, complexity and abstraction, as was done to product descriptions.

Firstly, when the product descriptions in Eq. (17) are primitive products, we have a set of primitive product performances \( P_\text{a} \):

\[ A_\text{a} \subset S_\text{a} \cup P(E^b); \quad R_\text{a} \subset S_\text{a} \cup Y P(E^b); \quad P_\text{a} \subset A_\text{a} \times R_\text{a}. \]  \hspace{1cm} (23)

Secondly, just as any product can be decomposed into subassemblies and components until all components become primitive products, the influence network in Fig. 13 can also be decomposed into component performances until all performances become primitive performances. Similar to Eq. (12), we have the following representation of performances:

\[ P[0] = \{ P(0, 0, 0) \} \]

\[ \forall k \ 1 \leq k \leq n P[k] = \{ P(k, i_k, ...) \} \ i = 1, 2, ... \}\]

\[ \forall i_n P(n, i_n, ...) \in P_a. \] \hspace{1cm} (24)

Thirdly, according to Eq. (12) and Table 3, product descriptions also imply different levels of abstraction. In the same way, the levels of abstraction for product performances are embodied in \( P[k] \), as is given in Table 4. The levels correspond to different stages of design processes. This is illustrated in Fig. 17. It can be seen as the equivalent of Fig. 2 in the case of product performances. It can be seen from Fig. 17 and Table 4 that Eq. (24) embodies the evolving process of product performances as design progresses. Eqs. (23) and (24) have given a complete representation of any product performance in any stage of design.

### 6. Conclusions

Like other scientific disciplines, a design theory needs to be completed with the formulation of laws by means of
Design process. Design specifications starting from the basic and general descriptions of the paper discussed the language aspect of design science, for expressing notions involved in the laws. This part of the language aims to provide representation tools fundamental aspects of design and the design process while the language evolves design processes from abstract and simple to concrete and complex design descriptions.

The fundamental aspect of these discussions is the definition of product property set which includes basic structural and behavioral characteristics. Design requirements, including structural and performance ones, are formulated into design specifications defined as constraints on product properties. Product descriptions deal with the structural part involved in the design requirements whereas product performances describe the behavioral aspects of design requirement definition. The definition of product descriptions is based on the set of primitive products as well as the levels of complexity and abstraction. This product description provides a single and uniform representation scheme to support entire dynamic design processes.

Product performance is described as the response of a product to external actions in its working environment. The performance of a product is realized through the performance of its constituent components. Those components interact with each other. Together, they form a performance network that transmits the actions on the product to the responses to its environment. The basic block is disclosed to define the fundamental performance pattern of a component. Mathematically, product performance is defined as a relation from an action set to a response set. Finally, along the levels of complexity and abstraction, performances are formulated in different levels.

Table 4

<table>
<thead>
<tr>
<th>Product description</th>
<th>Action</th>
<th>Response</th>
<th>Product performance</th>
</tr>
</thead>
<tbody>
<tr>
<td>S[0]</td>
<td>A[0]</td>
<td>R[0]</td>
<td>M</td>
</tr>
</tbody>
</table>

Notes: 1. Index n is the level of complexity. 2. A[n] ⊂ S[n] ∪ P(E^n); R[n] ⊂ S[n] ∪ P(E^n).
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